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**시스템프로그래밍 2020 보고서**

**보고서 제출서약서**

**나는 숭실대학교 소프트웨어학부의 일원으로 명예를 지키면서 생활하고 있습니다.**

**나는 보고서를 작성하면서 다음과 같은 사항을 준수하였음을 엄숙히 서약합니다.**

**1. 나는 자력으로 보고서를 작성하였습니다.**

**1.1. 나는 동료의 보고서를 베끼지 않았습니다.**

**1.2. 나는 비공식적으로 얻은 해답/해설을 기초로 보고서를 작성하지 않았습니다.**

**2. 나는 보고서에서 참조한 문헌의 출처를 밝혔으며 표절하지 않았습니다. (나는 특히**

**인터넷에서 다운로드한 내용을 보고서에 거의 그대로 복사하여 사용하지 않았습니다.)**

**3. 나는 보고서를 제출하기 전에 동료에게 보여주지 않았습니다.**

**4. 나는 보고서의 내용을 조작하거나 날조하지 않았습니다.**

|  |  |
| --- | --- |
| **과목** | **시스템프로그래밍 2020** |
| **과제명** | **프로젝트 1c** |
| **담당교수** | **최 재 영 교 수** |
| **제출인** | ***소프트웨어학부 20150286 최유준* (출석번호 310번)** |
| **제출일** | **2020년 5월 13일** |

**------------------- 차 례 -------------------**

1. **동기/목적**
2. **설계/구현 아이디어**

**2.1 설계 아이디어**

**2.2 구현 아이디어**

1. **수행결과**
2. **결론 및 보충할 점**
3. **소스코드**

**1장 동기/목적**

이번 시스템 프로그래밍의 프로젝트는 한번 작성해 보았던 어셈블리 프로그램을 파이썬에서 다시 완성하는 것이었습니다. 내용은 똑같지만 파이썬에서 새로운 환경으로 프로젝트를 함으로써 이해도를 높이는 것이 목적입니다. JAVA에서 프로젝트를 진행했던 것과 방식이 매우 유사했고 파이썬 특유의 편리함에 프로젝트 진행이 원활하였고, List와 Dictionary를 이용한 파이썬 프로젝트 작성을 익히는 것이 목적입니다.

**2장 설계/구현 아이디어**

**2.1 설계 아이디어**

프로그램의 실행 순서는 다음과 같습니다.

1. assembler 생성자를 통해 inst.data read
2. loadInputFile 함수 호출
3. pass1 함수 호출
   1. putToken 함수 호출하여 Token에 값 입력
   2. address 계산 후 Token.location에 저장
   3. section별 symboltable, literaltable 저장
4. SymbolTable, LiteralTable 출력
5. pass2 함수 호출
   1. 각 section마다 makeObjectCode 함수 호출
   2. 각 토큰 별 ObjectCode를 만든 후 저장
   3. getObjectCode를 통해 codeList에 objectcode 저장
6. ObjectCode 출력

**\*모듈별 설계 아이디어**

**(1) loadInputFile**

input file을 읽어서 line별로 lineList에 저장한다.

**(2) pass1**

TokenList SymbolTable

symbol location

TokenTable1

TokenTable2

TokenTable3..

LiteralTable

literal location

instTable

TokenList에 new TokenTable을 생성하고 그 안에서 TokenTable과 new SymbolTable, new LiteralTable, instTable을 link한다.

1. **putToken**

line을 받아서 new Token에 넣고 그 값을 tokenList에 add한다..

1. **parsing**

line을 받아서 의미를 분석한 후 Token의 각 변수에 저장한다.

1. **printSymbolTable, printLiteralTable**

file에 각 section별 SymbolTable(LiteralTable)들을 symbolList(iteralList)와 locationList의 형태로 출력한다.

1. **pass2**

각 TokenTable별로 ObjectCode를 만들어준 후 codeList에 add한다

1. **makeObjectCode**

index를 입력받아 해당 tokenList의 값을 get하여 objectcode를 만든다

1. **setFlag**

flag와 value를 입력받아 해당 flag의 값을 value로 만든다.

1. **getObjectCode**

index를 입력받아 해당 index의 objectCode를 return한다.

1. **printObjectCode**

출력 형태에 맞게 codeList를 출력한다.

1. **modifySymbol, modifyLiteral**

symbol(literal)값과 변경할 주소값을 입력하여 해당 symbol(literal)의 location을 변경한다.

1. **search**

입력된 symbol(literal)의 location을 return한다.

1. **hash\_get**

operator를 입력하여 Instruction일 경우 그 format을 return한다.

**2.2 구현 아이디어**

1. loadInputFile

file을 open한 후 file의 마지막까지 readLine한 후 lineList에 add한다.

1. pass1

TokenList에 new TokenTable을 add하면서 new SymbolTable, new LiteralTable, instTable을 link한다. section별로 lineList에서 한 줄씩 읽어와 putToken한다. 각 Token의 operator를 분석하여 location 값을 저장한다.

1. parsing

line을 입력받아서 split 함수로 line을 label, operator, operand, comment로 분리한다. 각 요소를 변수에 저장하고 operand는 operand의 개수만큼 Stringp[]에 저장한다.

1. printSymbolTable, printLiteralTable

각 section별로 symbolList(literalList)의 size만큼 반복하여 해당 symtab(literaltab)의 symbolList(literalList)와 locationList를 출력한다.

1. pass2

각 section별로 makeObjectCode를 실행한 후 codeList에 add한다.

1. makeObjectCode

hash\_get함수를 통해 해당 index의 Token이 Instruction인지 판별한다. Instruction일 경우 각 Token의 format을 판별한다. 각 Token의 operand를 분석하여 #의 경우 immediate, @의 경우 indirect 등 setFlag해준다. 또한 같은 section의 symbol인지, 외부참조인지 등을 판별하여 address를 만든 후 opcode, nixbpe와 연산을 통해 objectcode를 완성한다.

1. setFlag

처음에 nixbpe를 parsing할 때 0으로 초기화하였다. 이 함수에서 value가 1일 경우 nixbpe에 flag를 더해주고 value가 0일 경우 빼준다.

1. printObjectCode

각 section별로 operator와 operand를 분석하여 H, D, R을 file에 출력한다. 그 후 txtlen 변수와 byteSize를 통해 각 T의 길이를 계산하여 txtlen에 저장한 후 T를 출력한다. 해당 token의 operand가 외부 참조 label을 사용하였을 경우 Modify를 출력한다. 이 과정을 TokenList의 size만큼 반복한다.

1. modifySymbol, modifyLiteral

iterator를 이용하여 hasNext를 조건으로 while문 반복한다. 입력한 symbol(literal)이 symbolList(literalList)와 equal할 경우 location을 newLocation으로 수정한다.

1. search

iterator를 이용하여 hasNext를 조건으로 while문 반복한다. 입력한 symbol(literal)이 symbolList(literalList)와 equal할 경우 location을 return한다.

1. hash\_get

line을 입력받으면 해당 line이 4형식일 경우 +를 제외한 string으로 바꾼다. line이 Instruction일 경우 해당 Instruction의 format을 return한다. Instruction이 아니면 -1을 return한다.

**3장 수행결과**

![](data:image/png;base64,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)

![](data:image/png;base64,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)

![](data:image/png;base64,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)
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**4장 결론 및 보충할 점**

자바에서 파이썬으로 변환하는 과정인 만큼 간단하고 편리한 부분이 많았습니다. 그러나 처음에 시작할 때 파이썬에서 클래스를 생성하는 과정에서 혼돈이 많았기 때문에 클래스 생성 및 초기화에 대한 이해를 할 수 있도록 노력하였습니다.

* **DEBUGING**

![스크린샷, 검은색, 모니터, 디스플레이이(가) 표시된 사진
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**5장 소스코드**

**Assembler.py**

from InstTable import InstTable  
from LiteralTable import LiteralTable  
from SymbolTable import SymbolTable  
from TokenTable import TokenTable  
  
class Assembler:  
 def \_\_init\_\_(self, filename):  
 self.instTable = InstTable(filename)  
 self.lineList = []  
 self.symtabList = []  
 self. literaltabList = []  
 self.TokenList = []  
 self.codeList = []  
  
 def loadInputFile(self, inputFile):  
 f = open(inputFile, 'r')  
 i = 0  
 while True:  
 line = f.readline()  
 if not line:  
 break  
 self.lineList.append(line[:-1])  
 f.close()  
  
 def pass1(self):  
 i = 0  
 j = 0  
 start = 0  
 addr = 0  
 lit = ""  
 self.TokenList.append(TokenTable(SymbolTable(), LiteralTable(), self.instTable))#section 1  
 while i < len(self.lineList):#token parsing  
 self.TokenList[0].putToken(self.lineList[i])  
 self.TokenList[0].tokenList[i].location = addr  
 if i > 1:  
 if self.TokenList[0].tokenList[i].location - self.TokenList[0].tokenList[i-1].location >= 0:  
 self.TokenList[0].Listlength = self.TokenList[0].tokenList[i].location  
 #location find  
 if self.instTable.hash\_get(self.TokenList[0].tokenList[i].operator) > 0:#Instruction  
 if self.instTable.hash\_get(self.TokenList[0].tokenList[i].operator) == 3:  
 if self.TokenList[0].tokenList[i].operator[0] == '+':#format 4  
 addr += 4  
 else:#format 3  
 addr += 3  
 elif self.instTable.hash\_get(self.TokenList[0].tokenList[i].operator) == 2:#format2  
 addr += 2  
 else:#not Instruction  
 if self.TokenList[0].tokenList[i].operator == "RESW":  
 tmpadr = int(self.TokenList[0].tokenList[i].operand[0])  
 addr += 3\*tmpadr  
 elif self.TokenList[0].tokenList[i].operator == "RESB":  
 tmpadr =int( self.TokenList[0].tokenList[i].operand[0])  
 addr += tmpadr  
 elif self.TokenList[0].tokenList[i].operator == "BYTE":  
 addr += 1  
 elif self.TokenList[0].tokenList[i].operator == "WORD":  
 addr += 3  
 elif self.TokenList[0].tokenList[i].operator == "EQU":#equation 처리  
 if self.TokenList[0].tokenList[i].operand[0] != "\*":  
 arr = self.TokenList[0].tokenList[i].operand[0].split('-')#ex) BUFEND-BUFFER  
 tmpadr1 = 0  
 tmpadr2 = 0  
 for k in range(len(self.TokenList[0].tokenList)):  
 if self.TokenList[0].tokenList[k].label == arr[0]:  
 tmpadr1 = self.TokenList[0].tokenList[k].location  
 if self.TokenList[0].tokenList[k].label == arr[1]:  
 tmpadr2 = self.TokenList[0].tokenList[k].location  
 self.TokenList[0].tokenList[i].location = tmpadr1-tmpadr2  
  
 elif self.TokenList[0].tokenList[i].operator == "LTORG":  
 addr += 3  
  
 if self.TokenList[0].tokenList[i].operator == "CSECT":#next section stop  
 self.TokenList[0].tokenList.remove(self.TokenList[0].tokenList[i])  
 break  
  
 i += 1  
  
 for j in range(i):#literal, symbol input  
 if self.TokenList[0].tokenList[j].label != "":  
 self.TokenList[0].symTab.putSymbol(self.TokenList[0].tokenList[j].label, self.TokenList[0].tokenList[j].location)  
 if len(self.TokenList[0].tokenList[j].operand) == 0:  
 if self.TokenList[0].tokenList[j].operator == "LTORG":  
 self.TokenList[0].literalTab.putLiteral(lit, self.TokenList[0].tokenList[j].location)  
 else:  
 if self.TokenList[0].tokenList[j].operand[0][0] == "=":#if operand is literal, save in lit  
 arr1 = self.TokenList[0].tokenList[j].operand[0].split('\'')  
 lit = arr1[1]  
  
 self.symtabList.append(self.TokenList[0].symTab)  
 self.literaltabList.append(self.TokenList[0].literalTab)  
  
 j = i  
 start = i  
 addr = 0  
 i = 0  
 self.TokenList.append(TokenTable(SymbolTable(), LiteralTable(), self.instTable))  
 while j < len(self.lineList):  
 if self.lineList[j][0] == '.':  
 j += 1  
 continue  
 self.TokenList[1].putToken(self.lineList[j])  
  
 self.TokenList[1].tokenList[i].location = addr  
 if i>1:  
 if self.TokenList[1].tokenList[i].location - self.TokenList[1].tokenList[i-1].location >= 0:#section 2  
 self.TokenList[1].Listlength = self.TokenList[1].tokenList[i].location  
 if self.instTable.hash\_get(self.TokenList[1].tokenList[i].operator) > 0:  
 if self.instTable.hash\_get(self.TokenList[1].tokenList[i].operator) == 3:  
 if self.TokenList[1].tokenList[i].operator[0] == "+":  
 addr += 4  
 else:  
 addr += 3  
 elif self.instTable.hash\_get(self.TokenList[1].tokenList[i].operator) == 2:  
 addr += 2  
 else:  
 if self.TokenList[1].tokenList[i].operator == "RESW":  
 tmpadr = int(self.TokenList[1].tokenList[i].operand[0])  
 addr += 3\*tmpadr  
 elif self.TokenList[1].tokenList[i].operator == "RESB":  
 tmpadr = int(self.TokenList[1].tokenList[i].operand[0])  
 addr += tmpadr  
 elif self.TokenList[1].tokenList[i].operator == "BYTE":  
 addr += 1  
 elif self.TokenList[1].tokenList[i].operator == "WORD":  
 addr += 3  
 elif self.TokenList[1].tokenList[i].operator == "EQU":  
 if self.TokenList[1].tokenList[i].operand != "\*":  
 arr = self.TokenList[1].tokenList[i].operand[0].split("-")  
 tmpadr1 = 0  
 tmpadr2 = 0  
 for k in range(len(self.TokenList[1].tokenList)):  
 if self.TokenList[1].tokenList[k].label == arr[0]:  
 tmpadr1 = self.TokenList[1].tokenList[k].location  
 if self.TokenList[1].tokenList[k].label == arr[1]:  
 tmpadr2 = self.TokenList[1].tokenList[k].location  
 addr = tmpadr1 - tmpadr2  
  
 elif self.TokenList[1].tokenList[i].operator == "LTORG":  
 addr += 3  
  
 if self.TokenList[1].tokenList[i].label == "WRREC":  
 self.TokenList[1].tokenList.remove(self.TokenList[1].tokenList[i])  
 break  
 j += 1  
 i += 1  
  
 start = j  
 for j in range(i):  
 if self.TokenList[1].tokenList[j].label != "":  
 self.TokenList[1].symTab.putSymbol(self.TokenList[1].tokenList[j].label, self.TokenList[1].tokenList[j].location)  
  
 self.symtabList.append(self.TokenList[1].symTab)  
 self.literaltabList.append(self.TokenList[1].literalTab)  
  
 j = start  
 addr = 0  
 i = 0  
 self.TokenList.append(TokenTable(SymbolTable(), LiteralTable(), self.instTable))#section 3  
 while(j < len(self.lineList)):  
 if self.lineList[j][0] == '.':  
 j += 1  
 continue  
 self.TokenList[2].putToken(self.lineList[j])  
  
 self.TokenList[2].tokenList[i].location = addr  
 if i>1:  
 if self.TokenList[2].tokenList[i].location - self.TokenList[2].tokenList[i-1].location >= 0:  
 self.TokenList[2].Listlength = self.TokenList[2].tokenList[i].location  
 if self.instTable.hash\_get(self.TokenList[2].tokenList[i].operator) > 0:  
 if self.instTable.hash\_get(self.TokenList[2].tokenList[i].operator) == 3:  
 if self.TokenList[2].tokenList[i].operator[0] == "+":  
 addr += 4  
 else:  
 addr += 3  
 elif self.instTable.hash\_get(self.TokenList[2].tokenList[i].operator) == 2:  
 addr += 2  
 else:  
 if self.TokenList[2].tokenList[i].operator == "RESW":  
 tmpadr = int(self.TokenList[2].tokenList[i].operand[0])  
 addr += 3 \* tmpadr  
 elif self.TokenList[2].tokenList[i].operator == "RESB":  
 tmpadr = int(self.TokenList[2].tokenList[i].operand[0])  
 addr += tmpadr  
 elif self.TokenList[2].tokenList[i].operator == "BYTE":  
 addr += 1  
 elif self.TokenList[2].tokenList[i].operator == "WORD":  
 addr += 3  
 elif self.TokenList[2].tokenList[i].operator == "EQU":  
 if self.TokenList[2].tokenList[i].operand != "\*":  
 arr = self.TokenList[2].tokenList[i].operand[0].split("-")  
 tmpadr1 = 0  
 tmpadr2 = 0  
 for k in range(len(self.TokenList[2].tokenList)):  
 if self.TokenList[2].tokenList[k].label == arr[0]:  
 tmpadr1 = self.TokenList[2].tokenList[k].location  
 if self.TokenList[2].tokenList[k].label == arr[1]:  
 tmpadr2 = self.TokenList[2].tokenList[k].location  
 addr = tmpadr1 - tmpadr2  
  
 elif self.TokenList[2].tokenList[i].operator == "LTORG":  
 addr += 3  
 if self.TokenList[2].tokenList[i].operator == "END":  
 self.TokenList[2].Listlength += 1  
 break  
 j += 1  
 i += 1  
  
 for j in range(i+1):  
 if self.TokenList[2].tokenList[j].label != "":  
 self.TokenList[2].symTab.putSymbol(self.TokenList[2].tokenList[j].label, self.TokenList[2].tokenList[j].location)  
 if len(self.TokenList[2].tokenList[j].operand) > 0:  
 if self.TokenList[2].tokenList[j].operator != "RSUB":  
 if self.TokenList[2].tokenList[j].operand[0][0] == '=':  
 arr = self.TokenList[2].tokenList[j].operand[0].split("'")  
 lit = arr[1]  
 if self.TokenList[2].tokenList[j].operator == "END":  
 self.TokenList[2].literalTab.putLiteral(lit, self.TokenList[2].tokenList[j].location)  
  
 self.symtabList.append(self.TokenList[2].symTab)  
 self.literaltabList.append(self.TokenList[2].literalTab)  
  
 def printSymbolTable(self, filename):  
 f = open(filename, 'w')  
 for i in range(len(self.symtabList[0].symbolList)):  
 line = str.format("%s\t%X\n" % (self.symtabList[0].symbolList[i], self.symtabList[0].locationList[i]))  
 f.write(line)  
 f.write("\n")  
 for i in range(len(self.symtabList[1].symbolList)):  
 line = str.format("%s\t%X\n" % (self.symtabList[1].symbolList[i], self.symtabList[1].locationList[i]))  
 f.write(line)  
 f.write("\n")  
 for i in range(len(self.symtabList[2].symbolList)):  
 line = str.format("%s\t%X\n" % (self.symtabList[2].symbolList[i], self.symtabList[2].locationList[i]))  
 f.write(line)  
 f.close()  
  
 def printLiteralTable(self, filename):  
 f = open(filename, 'w')  
 for i in range(len(self.literaltabList[0].literalList)):  
 line = str.format("%s\t%X\n" % (self.literaltabList[0].literalList[i], self.literaltabList[0].locationList[i]))  
 f.write(line)  
 f.write("\n")  
 for i in range(len(self.literaltabList[2].literalList)):  
 line = str.format("%s\t%X\n" % (self.literaltabList[2].literalList[i], self.literaltabList[2].locationList[i]))  
 f.write(line)  
  
 def pass2(self):  
 for i in range(len(self.TokenList[0].tokenList)):#section 1  
 self.TokenList[0].makeObjectCode(i)  
 self.codeList.append(self.TokenList[0].getObjectCode(i))  
 for i in range(len(self.TokenList[1].tokenList)):#section 2  
 self.TokenList[1].makeObjectCode(i)  
 self.codeList.append(self.TokenList[1].getObjectCode(i))  
 for i in range(len(self.TokenList[2].tokenList)):#section 3  
 self.TokenList[2].makeObjectCode(i)  
 self.codeList.append(self.TokenList[2].getObjectCode(i))  
  
 def printObjectCode(self, filename):  
 f = open(filename, 'w')  
 start = 0  
 i = 0  
 for k in range(len(self.TokenList)):  
 for i in range(len(self.TokenList[k].tokenList)):#for Starting point, EXTDEF, EXTREF  
 if self.codeList[start+i] == '':  
 if self.TokenList[k].tokenList[i].operator == "START" or self.TokenList[k].tokenList[i].operator == "CSECT":  
 str1 = "H"+self.TokenList[k].tokenList[i].label+"\t000000"  
 str2 = str.format("%06X" % self.TokenList[k].Listlength)  
 f.write(str1+str2)  
 elif self.TokenList[k].tokenList[i].operator == "EXTDEF":  
 f.write("D")  
 for j in range(len(self.TokenList[k].tokenList[i].operand)):  
 str1 = self.TokenList[k].tokenList[i].operand[j]  
 f.write(str1+str.format("%06X" % self.TokenList[k].symTab.search(str1)))  
 elif self.TokenList[k].tokenList[i].operator == "EXTREF":  
 f.write("R")  
 for j in range(len(self.TokenList[k].tokenList[i].operand)):  
 f.write(self.TokenList[k].tokenList[i].operand[j]+ " ")  
 f.write("\n")  
 else:  
 break  
  
 startadr = 0  
 txtlen = 0  
 j = i  
 txt = 0  
 while txtlen <= 30:#first T line  
 if txtlen+self.TokenList[k].tokenList[j].byteSize <= 30:  
 if self.codeList[start+j] == "05":  
 txtlen += 1  
 break  
 txtlen += self.TokenList[k].tokenList[j].byteSize  
 else:  
 break  
 j += 1  
  
 f.write("T"+str.format("%06X%02X" % (startadr, txtlen)))  
 for i in range(i, len(self.TokenList[k].tokenList)):#write T codeList  
 f.write(self.codeList[start+i])  
 txt += self.TokenList[k].tokenList[i].byteSize  
 if txt == txtlen:  
 break  
 i = j  
 startadr = txtlen  
 txtlen = 0  
 txt = 0  
 while txtlen <= 30:#second T line  
 if k == 2:  
 break  
 if txtlen + self.TokenList[k].tokenList[j].byteSize <= 30:  
 if self.codeList[start+j+1] == '':  
 break  
 txtlen += self.TokenList[k].tokenList[j].byteSize  
 else:  
 break  
 j += 1  
 if k != 2:  
 f.write("\nT"+str.format("%06X%02X" % (startadr, txtlen)))#write second T codeList  
 for i in range(i, len(self.TokenList[k].tokenList)):  
 f.write(self.codeList[start+i])  
 txt += self.TokenList[k].tokenList[i].byteSize  
 if i == j:  
 break  
 for i in range(i, len(self.TokenList[k].tokenList)):#for literal  
 if self.TokenList[k].tokenList[i].operator == "LTORG":  
 f.write("\nT"+str.format("%06X" % self.TokenList[k].literalTab.locationList[0])+str.format("%02X" % self.TokenList[k].tokenList[i].byteSize)+str.format("%X%X%X" % (ord(self.TokenList[k].literalTab.literalList[0][0]), ord(self.TokenList[k].literalTab.literalList[0][1]), ord(self.TokenList[k].literalTab.literalList[0][2]))))  
  
 for cnt in range(3, len(self.TokenList[k].tokenList)):#for modify  
 if len(self.TokenList[k].tokenList[cnt].operand) == 0:  
 cnt += 1  
 continue  
 if k == 0:  
 if "RDREC" in self.TokenList[k].tokenList[cnt].operand[0] or "WRREC" in self.TokenList[k].tokenList[cnt].operand[0]:  
 str1 = str.format("%06X" % (self.TokenList[k].tokenList[cnt].location+1))  
 f.write("\nM"+str1+"05+"+self.TokenList[k].tokenList[cnt].operand[0])  
 elif k == 1:  
 if "BUFEND" in self.TokenList[k].tokenList[cnt].operand[0] or "BUFFER" in self.TokenList[k].tokenList[cnt].operand[0] or "LENGTH" in self.TokenList[k].tokenList[cnt].operand[0]:  
 if self.TokenList[k].tokenList[cnt].operand[0] == "BUFEND-BUFFER":  
 f.write("\nM"+str.format("%06X" % (self.TokenList[k].tokenList[cnt].location))+"06+BUFEND")  
 f.write("\nM"+str.format("%06X" % (self.TokenList[k].tokenList[cnt].location))+"06+BUFFER")  
 else:  
 f.write("\nM"+str.format("%06X" % (self.TokenList[k].tokenList[cnt].location+1))+"05+"+self.TokenList[k].tokenList[cnt].operand[0])  
  
 elif k == 2:  
 if "BUFEND" in self.TokenList[k].tokenList[cnt].operand[0] or "BUFFER" in self.TokenList[k].tokenList[cnt].operand[0] or "LENGTH" in self.TokenList[k].tokenList[cnt].operand[0]:  
 f.write("\nM"+str.format("%06X" % (self.TokenList[k].tokenList[cnt].location+1))+"05+"+self.TokenList[k].tokenList[cnt].operand[0])  
 f.write("\nE")  
 if k == 0:  
 f.write("000000")  
 start += (i+1)  
 f.write("\n\n")  
  
  
  
  
  
assembler = Assembler("inst.data")  
assembler.loadInputFile("input.txt")  
assembler.pass1()  
assembler.printSymbolTable("symtab\_20150286.txt")  
assembler.printLiteralTable("literaltab\_20150286.txt")  
assembler.pass2()  
assembler.printObjectCode("output\_20150286.txt")

**InstTable.py**

class InstTable:  
 def \_\_init\_\_(self, filename):  
 self.instMap = {}#instMap dictionary  
 f = open(filename, 'r')  
 while True:  
 line = f.readline()  
 if not line: break  
 arr = line.split('\t')  
 inst = Instruction(arr[1])  
 self.instMap[arr[0]] = inst  
  
 f.close()  
  
 def hash\_get(self, line):#if line is instruction, return format of line  
 if line[0] == '+':  
 newline = line[1:]  
 return self.instMap[newline].format  
 else:  
 if line in self.instMap.keys():  
 return self.instMap[line].format  
 else:  
 return -1  
  
  
class Instruction:  
 def \_\_init\_\_(self, line):  
 self.format = 0  
 self.opcode = ""  
 self.numberOfOperand = 0  
 self.parsing(line)  
  
 def parsing(self, line):  
 arr = line.split(",")  
 self.format = int(arr[0])  
 self.opcode = arr[1]  
 self.numberOfOperand = int(arr[2])

**LiteralTable.py**

class LiteralTable:  
 def \_\_init\_\_(self):  
 self.literalList = []  
 self.locationList = []  
  
 def putLiteral(self, literal, location):  
 self.literalList.append(literal)  
 self.locationList.append(location)  
  
 def modifyLiteral(self, literal, newlocation):  
 for i in range(len(self.literalList)):  
 if self.literalList[i] == literal:  
 self.locationList[i] = newlocation  
 break  
  
 def search(self, literal):  
 for i in range(len(self.literalList)):  
 if self.literalList[i] == literal:  
 return self.locationList[i]  
 return -1

**SymbolTable.py**

class SymbolTable:  
 def \_\_init\_\_(self):  
 self.symbolList = []  
 self.locationList = []  
  
 def putSymbol(self, symbol, location):  
 self.symbolList.append(symbol)  
 self.locationList.append(location)  
  
 def modifySymbol(self, symbol, newlocation):  
 for i in range(len(self.symbolList)):  
 if self.symbolList[i] == symbol:  
 self.locationList[i] = newlocation  
 break  
 return -1  
  
 def search(self, symbol):  
 for i in range(len(self.symbolList)):  
 if self.symbolList[i] == symbol:  
 return self.locationList[i]  
 return -1

**TokenTable.py**

from LiteralTable import LiteralTable  
from SymbolTable import SymbolTable  
from InstTable import InstTable  
  
class TokenTable:  
 def \_\_init\_\_(self, symTab, literalTab, instTab):  
 self.nFlag = 32  
 self.iFlag = 16  
 self.xFlag = 8  
 self.bFlag = 4  
 self.pFlag = 2  
 self.eFlag = 1  
 self.tokenList = []  
 self.symTab = symTab  
 self.literalTab = literalTab  
 self.instTab = instTab  
 self.Listlength = 0  
  
 def putToken(self, line):  
 self.tokenList.append(Token(line))  
  
 def getToken(self, index):  
 return self.tokenList[index]  
  
 def makeObjectCode(self, index):  
 objectcode = 0#type int objectcode  
 opcode = 0#type int opcode  
 address = 0  
 if self.instTab.hash\_get(self.tokenList[index].operator) > 0:#Instruction  
 if self.tokenList[index].operator[0] == '+':#format 4  
 newline = self.tokenList[index].operator[1:]  
 opcode = int(self.instTab.instMap[newline].opcode, 16)  
 else:#format 3  
 opcode = int(self.instTab.instMap[self.tokenList[index].operator].opcode, 16)  
 if self.instTab.hash\_get(self.tokenList[index].operator) == 3:#format 3, 4  
 self.tokenList[index].setFlag(self.nFlag, 1)#basically n, i, p = 1  
 self.tokenList[index].setFlag(self.iFlag, 1)  
 self.tokenList[index].setFlag(self.pFlag, 1)  
 self.tokenList[index].byteSize = 3  
 if self.tokenList[index].operator[0] == '+':#format4 p = 0, e = 1  
 self.tokenList[index].setFlag(self.pFlag, 0)  
 self.tokenList[index].setFlag(self.eFlag, 1)  
 self.tokenList[index].byteSize = 4  
 if self.tokenList[index].operator == "RSUB":#RSUB exception  
 self.tokenList[index].setFlag(self.pFlag, 0)  
 objectcode = opcode \* 65536 + self.tokenList[index].nixbpe \* 4096  
 self.tokenList[index].objectCode = hex(objectcode)[2:].upper()  
 return  
 if self.tokenList[index].operand[0][0] == '#':#immediate  
 self.tokenList[index].setFlag(self.pFlag, 0)  
 self.tokenList[index].setFlag(self.nFlag, 0)  
 elif self.tokenList[index].operand[0][0] == '@':#indirect  
 self.tokenList[index].setFlag(self.iFlag, 0)  
 if len(self.tokenList[index].operand) == 2 and self.tokenList[index].operand[1] == "X":  
 self.tokenList[index].setFlag(self.xFlag, 1)  
  
 if self.tokenList[index].operand[0][0] == '#' or self.tokenList[index].operand[0][0] == '@':  
 str1 = self.tokenList[index].operand[0][1:]  
 else:  
 str1 = self.tokenList[index].operand[0]  
  
 check = -1  
 for i in range(len(self.symTab.symbolList)):  
 if str1 == self.symTab.symbolList[i]:  
 check = i#if it is same section symbol, check = i else, check = -1  
 break  
 if check != -1:#symbol  
 address = self.symTab.locationList[i] - self.tokenList[index+1].location  
 if address < 0:  
 address = 4096 + self.symTab.locationList[i] - self.tokenList[index+1].location  
 else:#immediate number  
 if str1[0] >= '0' and str1[0] <= '9':  
 address = int(str1, 16)  
 else:  
 if self.tokenList[index].operand[0][0] == '=':#literal  
 address = self.literalTab.locationList[0] - self.tokenList[index+1].location  
 else:#another section symbol  
 address = 0  
 if self.tokenList[index].byteSize == 3:  
 objectcode = opcode \* 65536 + self.tokenList[index].nixbpe \* 4096 + address  
 elif self.tokenList[index].byteSize == 4:  
 objectcode = opcode \* 16777216 + self.tokenList[index].nixbpe \* 1048576 + address  
 else:#format 2  
 self.tokenList[index].byteSize = 2  
 if len(self.tokenList[index].operand) >= 1:  
 if self.tokenList[index].operand[0] == "X":  
 address = 1  
 elif self.tokenList[index].operand[0] == "A":  
 address = 0  
 elif self.tokenList[index].operand[0] == "S":  
 address = 4  
 elif self.tokenList[index].operand[0] == "T":  
 address = 5  
 objectcode = opcode \* 256 + address \* 16  
 if len(self.tokenList[index].operand) == 2:  
 if self.tokenList[index].operand[1] == "X":  
 address = 1  
 elif self.tokenList[index].operand[1] == "A":  
 address = 0  
 elif self.tokenList[index].operand[1] == "S":  
 address = 4  
 elif self.tokenList[index].operand[1] == "T":  
 address = 5  
 objectcode = objectcode + address  
  
 self.tokenList[index].objectCode = hex(objectcode)[2:].upper()  
 if len(self.tokenList[index].objectCode)==5:#if first number is 0, put it in  
 self.tokenList[index].objectCode = "0"+self.tokenList[index].objectCode  
  
 else:#not instruction  
 if self.tokenList[index].operator == "LTORG":  
 self.tokenList[index].objectCode = self.literalTab.literalList[0]  
 self.tokenList[index].byteSize = 3  
 elif self.tokenList[index].operator == "BYTE":  
 arr = self.tokenList[index].operand[0].split('\'')  
 self.tokenList[index].objectCode = arr[1]  
 self.tokenList[index].byteSize = 1  
 elif self.tokenList[index].operator == "WORD":  
 self.tokenList[index].objectCode = "000000"  
 self.tokenList[index].byteSize = 3  
 elif self.tokenList[index].operator == "END":  
 self.tokenList[index].objectCode = self.literalTab.literalList[0]  
 self.tokenList[index].byteSize = 1  
  
  
 def getObjectCode(self, index):  
 return self.tokenList[index].objectCode  
  
  
class Token:  
 def \_\_init\_\_(self, line):  
 self.location = 0  
 self.label = ""  
 self.operator = ""  
 self.operand = []  
 self.comment = ""  
 self.nixbpe = 0  
 self.objectCode = ""  
 self.byteSize = 0  
 self.parsing(line)  
  
 def parsing(self, line):  
 arr = line.split('\t')  
 self.label = arr[0]  
 self.operator = arr[1]  
 if len(arr) > 3:  
 self.comment = arr[3]  
 if len(arr) > 2:  
 op = arr[2].split(",")  
 for i in range(len(op)):  
 self.operand.append(op[i])  
  
 def setFlag(self, flag, value):  
 if value == 1:  
 self.nixbpe += flag  
 elif value == 0:  
 self.nixbpe -= flag  
  
 '''def getFlag(self, flag):  
 return self.nixbpe & flag'''